COMPILER DESIGN

**LAB MANUAL**

**Subject Code: 20C07301**

**Regulation: R20**

**Class: III Year II Semester (CSE)**
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## (AUTONOMOUS)

**COMPUTER SCIENCE AND ENGINEERING**

### Vision:

To facilitate transformation of students into highly skilled, knowledgeable and competent software professional focusing on ethical values and societal commitment.

### Mission:

* To impart quality education to meet the needs of the industry and research in the field of computer science and engineering.
* To encourage an environment conductive to innovation, creativity, team spirit and entrepreneurial leadership in Computer Science and Engineering.
* To foster networking with Alumni, Software Industries, Institutes and other stakeholders for effective interaction.
* To practice and promote high standards of ethical values through societal commitment.

### PEO’s (PROGRAMME EDUCATIONAL OBJECTIVES):

1. PEO1. Graduates will have solid foundation in fundamentals of computer science and engineering required to solve computing problems and create innovative software products and solutions for the real life problems.
2. PEO2. Graduates will have technical competence and skills to use modern and cost-effective tools and technologies and have extensive and effective practical skills in computer science and engineering to pursue a career as a computer engineer.
3. PEO3. Graduates will have attributes like professionals with world class academic excellence, ethics, best practices, values, social concerns, lifelong learning and openness to other international cultures to meet the global needs.
4. PEO4. Graduates will have managerial and entrepreneur skills with cross-cultural etiquettes, leading to a sustainable competitive edge in R&D and meeting societal needs.

|  |  |
| --- | --- |
| **Program Outcomes** | |
| PO1 | **Engineering knowledge**: Apply the knowledge of mathematics, science, engineering  fundamentals, and an engineering specialization to the solution of complex engineering problems. |
| PO2 | **Problem analysis**: Identify, formulate, review research literature, and analyze complex  engineeringproblems reaching substantiated conclusions using first principles of mathematics, natural sciences, and engineering sciences. |
| PO3 | **Design/development of solutions**: Design solutions for complex engineering problems and design system components or processes that meet the specified needs with appropriate consideration for  the public health and safety, and the cultural, societal, and environmental considerations. |
| PO4 | **Conduct investigations of complex problems**: Use research-based knowledge and research  methodsincluding design of experiments, analysis and interpretation of data, and synthesis of the information to provide valid conclusions. |
| PO5 | **Modern tool usage**: Create, select, and apply appropriate techniques, resources, and modern engineering and IT tools including prediction and modeling to complex engineering activities with  an understanding of the limitations. |
| PO6 | **The engineer and society**: Apply reasoning informed by the contextual knowledge to assess  societal,health, safety, legal and cultural issues and the consequent responsibilities relevant to the professional engineering practice. |
| PO7 | **Environment and sustainability**: Understand the impact of the professional engineering solutions insocietal and environmental contexts, and demonstrate the knowledge of, and need for sustainable  development. |
| PO8 | **Ethics**: Apply ethical principles and commit to professional ethics and responsibilities and norms  of the engineering practice. |
| PO9 | **Individual and team work**: Function effectively as an individual, and as a member or leader in  diverse teams, and in multidisciplinary settings. |
| PO10 | **Communication**: Communicate effectively on complex engineering activities with the engineeringcommunity and with society at large, such as, being able to comprehend and write effective reports and design documentation, make effective presentations, and give and receive clear  instructions. |
| PO11 | **Project management and finance**: Demonstrate knowledge and understanding of the engineering  and management principles and apply these to one’s own work, as a member and leader in a team, to manage projects and in multidisciplinary environments. |
| PO12 | **Life-long learning**: Recognize the need for, and have the preparation and ability to engage in independent and life-long learning in the broadest context of technological change. |
| **Program Specific Outcomes** | |
| PSO1 | **Domain Knowledge:** An ability to understand, analyze and develop computer programs in the areas related to Algorithms, System Software, Multimedia, Web Design, Big Data and Analytics and  Networking for efficient design of computer based systems of varying complexity to meet the need of the software industry. |
| PSO2 | **Process Management:** An Ability to organize and apply standard practices and strategies in software product development by managing and monitoring the resources and safeguarding the data. |

# COMPILER DESIGN LAB SYLLABUS

|  |  |
| --- | --- |
| **Sl. No.** | **List of Experiments** |
| 1. | Write a C Program for dividing the input program into lexemes. |
| 2. | Write a C Program to Simulate FIRST and FOLLOW of grammar. |
| 3. | Write a C program for implementing the operator precedence. |
| 4. | Design a lexical analyzer for the given language. The lexical analyzer should  ignore redundant spaces, tabs and new lines, comments etc. |
| 5. | Write a C Program to Implement a Recursive Descent Parser. |
| 6. | Write a C program to construct LL (1) parser. |
| 7. | Write a C Program to Implement a Predictive Parser. |
| 8. | Write a C Program to construct shift- reduce parser. |
| 9. | Write a C program to generate three address code. |
| 10. | Design a LALR bottom up parser for the given language. |
| 11. | Convert the BNF rules into YACC form and write code to generate abstract  syntax tree. |
| 12. | A program to generate machine code from the abstract syntax tree generated  by the parser. |
|  | **Additional Experiments** |
| 1. | 1. Program to convert the infix to prefix expression. 2. Program to convert the infix to postfix expression. |
| 2. | Program to implement code optimization. |

**ATTAINMENT OF PROGRAM OUTCOMES& PROGRAM SPECIFIC OUTCOMES**

|  |  |  |  |
| --- | --- | --- | --- |
| **Sl. No** | **NAME OF THE EXPERIMENT** | **Program Outcomes**  **Attained** | **Program Specific Outcomes Attained** |
| 1 | Write a C Program for dividing the input program into lexemes. | PO1, PO2, PO3 | PSO1 |
| 2 | Write a C Program to Simulate FIRST and FOLLOW of grammar. | PO1, PO2, PO3,PO4 | PSO1, PSO2 |
| 3 | Write a C program for implementing the operator precedence. | PO1, PO2 | PSO1, PSO2 |
| 4 | Design a lexical analyzer for the given language. The lexical analyzer should ignore redundant spaces, tabs and new lines,  comments etc. | PO1, PO2 | PSO1 |
| 5 | Write a C Program to Implement a Recursive Descent Parser. | PO1, PO2, PO3,PO4 | PSO1, PSO2 |
| 6 | Write a C program to construct LL (1) parser. | PO1, PO2, PO3,PO4 | PSO1, PSO2 |
| 7 | Write a C Program to Implement a Predictive Parser | PO1, PO2, PO3,PO4 | PSO1, PSO2 |
| 8 | Write a C Program to construct shift- reduce parser. | PO1, PO2 | PSO1, PSO2 |
| 9 | Write a C program to generate three address code. | PO1, PO2, PO4 | PSO1 |
| 10 | Design a LALR bottom up parser for the given language | PO1, PO2, PO4 | PSO1 |
| 11 | Convert the BNF rules into YACC form and  write code to generate abstract syntax tree. | PO1, PO2 | PSO1 |
| 12 | A program to generate machine code from the abstract syntax tree generated by the  parser. | PO1, PO2, PO3,PO4, PO5 | PSO1 |
|  | **Additional Experiments** |  |  |
| 1 | 1. Program to convert the infix to prefix expression. 2. Program to convert the infix to postfix expression. | PO1, PO2 | PSO1 |
| 2 | Program to implement code optimization. | PO1, PO2 | PSO1 |

# COMPILER DESIGN LAB

**OBJECTIVE:**

This laboratory course is intended to make the students experiment on the basic techniques of compiler design and tools that can used to perform syntax-directed translation of a high-level programming language into an executable code. Students will design and implement language processors in C by using tools to automate parts of the implementation process. This will provide deeper insights into the more advanced semantics aspects of programming languages, code generation, machine independent optimizations, dynamic memory allocation, and object orientation.

**OUTCOMES:**

Upon the completion of Compiler Design practical course, the student will be able to:

1. Acquire knowledge in different phases and passes of Compiler, and specifying different types of tokens by lexical analyzer, and also able to use the Compiler tools like LEX, YACC, etc.
2. Parser and its types i.e. Top-down and Bottom-up parsers.
3. Construction of LL, SLR, CLR and LALR parse table.
4. Syntax directed translation, synthesized and inherited attributes.
5. Analyze the Code generation Techniques and Symbol Table.
6. Techniques for code optimization.

# Experiment No: 1

**Name of the Experiment:** Write a C Program for dividing the input program into lexemes.

**Aim**: To write a program for dividing the giving input program into lexems.

### Description:

Lexical Analyser is the first phase of a compiler. Its main task is to read the input characters and to produce output as a sequence of tokens that parse uses for syntax analysis.

The lexical analyser may also perform certain secondary tasks that of user interface. Once such task is stripping out from the source comments and white spaces in the form of the blank tabs and new line and characters. It correlates the error messages from the compiler with the source program.

### Program:

#include<stdio.h> #include<conio.h> #include<ctype.h> FILE \*fp;

Static char ch;

char \* keyword[20]={“void”,”main”,”int”,”float”}; char brace[20]={‘(‘,’)’,’{‘,’}’,’[‘,’]’};

char operator[20]={‘+’,’-‘,’\*’,’/’,’%’,’<’,’>’,’=’};

char symbol[20]={‘;’,’/’,’”’,’:’,’,’};

char identifier[32]; char number[3]; int i;

main()

{

fp=fopen(“prg.c”,”w”); clrscr();

printf(“Write the input program:\n”); while(((ch=getchar()!=’@’))

{

putc(ch,fp);

}

fclose(fp); fp=fopen(“prg.c”,”r”); ch=getc(fp);

printf(“\n \n”);

printf(“tokens lexemes \n”);

printf(“ \n”);

while(!feof(fp))

{

scantoken();

}

fclose(fp); getch();

}

int scantoken()

{

int j; for(i=0;i<5;i++)

if(strcmp(ch,brace[i])==0)

{

printf(“paranthesis >%c \n”,ch);

ch=getc(fp);

}

for(i=0;i<8;i++) if(strcmp(ch,operator[i])==0)

{

printf(“operator >%c \n”,ch);

ch=getc(fp);

}

for(i=0;i<5;i++) if(strcmp(ch,symbol[i])==0)

{

printf(“symbol >%c \n”,ch);

ch=getc(fp);

}

if(isalpha(ch))

{

identifier[0]=ch; identifier[1]=’\0’; j=1;

ch=getc(fp); while(isalnum(ch))

{

identifier[j++]=ch; ch=getc(fp);

}

identifier[j]=’\0’; if(chkkey()==1)

printf(“keyword >%s \n”,identifier);

else

printf(“identifier >%s \n”,identifier);

}

else if(isdigit(ch))

{

number[0]=ch; j=1;

ch=getc(fp);

}

identifier[j]=’\0’;

printf(“number >%s \n”,number);

}

else if(isspace(ch)) ch=getc(fp);

}

int chkkey()

{

int flag=0; for(i=0;i<3;i++)

if(strcmp(keyword[i],identifier)==0)

{

flag=1; break;

}

return flag;

}

### Input:

Write the input program void main()

{

int a,b; a=a+b;

}

@

### Output:

tokens lexems

keyword >void

keyword >main

paranthesis >(

paranthesis >)

paranthesis >{

keyword >int

identifier >a

symbol >,

identifier > b

symbol >;

identifier >a

operator >=

identifier >a

operator >+

identifier >b

symbol >;

paranthesis >}

**Result:** The program is successfully executed.

### Lab Viva Questions:

1. What is token?
2. What is lexeme?
3. What is the difference between token and lexeme?
4. Define phase and pass?
5. What is the difference between phase and pass?
6. What is the difference between compiler and interpreter?

# Experiment No: 2

**Name of the Experiment:** Write a C Program to Simulate FIRST and FOLLOW of grammar.

**Aim:** To calculate the first and follow of the given grammar.

**Description**: The first and follow functions allow us to fill the entries of a predictive parsing table.

### Program:

#include<stdio.h> #include<conio.h> #include<string.h> int n,m=0,p,i=0,j=0; char a[10][10],f[10]; void follow(char c); void first(char c);

int main()

{

int i,z; char c,ch; clrscr();

printf(“Enter the no.of productions:”); scanf(“%d”,&n);

printf(“Rnter productions:\n”); for(i=0;i<n;i++) sccanf(“%S%c”,a[i],&ch);

do

{

m=0;

printf(“Enter the elements whose first & follow is to be found:”); scanf(“%c”,&c);

first(c ); printf(“first(%c)={“c); for(i=0;i<m;i++)

{

if(i<m-1) printf(“%c”,f[i]); else printf(“%c”,f[i]);

}

printf(“}\n”);

strcpy(f,” “); flushall(); m=0;follow();

printf(“follow(%c)={“,c); for(i=0;i<m;i++)

{

if(i<m-1)

printf(“%c”,f[i]); else printf(“%c”,f[i]);

}

printf(“}\n”); printf(“continue (0/1)”); scanf(“%d%c”,&z,&ch);

}

while(z==1) return(0)

}

void first(char c)

{

int k; if(!isupper(c)) f[m++]=c; for(k=0;k<n;k++)

{

if(a[k][0]==c)

{

if(a[k][2]=’$’)

follow(a[k][0]);

else if(islower(a[k][2]))

f[m+1]=a[k][2];

else first(a[k][2]);

}

}

}

void follow( char c)

{

if(a[0][0]==c)

f[m+1]=’$’;

for(i=0;i<n;i++)

{

for(j=0;j<strlen(a[i]);j++)

{

if(a[i][j]==c)

{

if(a[i][j+1]!=’\0’)

first(a[i][j+1]);

if(a[i][j+1]==’\0’ &&c!=a[i][0]) follow(a[i][0]);

}

}

}

}

### Output:

Enter the no.of productions:

S->aSb S->Aa

A->bc

Enter the elements whose first and follow is to be found:S First(S): {a, b}

Follow(S): {$, b} Continue (0/1):0

**Result:** The program executed successfully.

### Lab Viva Questions:

1. What is top-down parsing?
2. What are the disadvantages of brute force method?
3. What is context free grammar?
4. What is parse tree?
5. What is ambiguous grammar?
6. What are the derivation methods to generate a string for the given grammar?
7. What is the output of parse tree?

# Experiment No: 3

**Name of the Experiment:** Write a C program for implementing the operator precedence

**Aim:** To write a Program for implementing Operator Precedence.

**Description:** The precedence is used to determine how an expression involving more than one operator is evaluated. An arithmetic expression without parenthesis will be evaluated from left to right using the rules of precedence of operators.

**Program:** #include<stdio.h> #include<conio.h> void main()

{

char stack[20],ip[20],opt[10][10][1] ,ter[10]; int i,j,k,n,top=0;

clrscr(); for(i=0;i<10;i++)

{

stack[i]=NULL; ip[i]=NULL;

for(j=0;j<10;j++)

{

opt[i][j][1]=NULL;

}

printf(“Enter no.of terminals:”); scanf(“%d”,&n); printf(“\nEnter the terminals”); scanf(“%s”,ter);

printf(“\nEnter the table values”); for(i=0;i<n;i++)

{

for(j=0;j<n;j++)

{

printf(“Enter the value for %c %c:”,ter[i],ter[j]); scanf(“%s”,opt[i][j]);

}

}

printf(“\n Operator precedence table:\n”); for(i=0;i<n;i++)

{

printf(“\t%c”,ter[i]);

}

printf(“\n”); for(i=0;i<n;i++)

{

printf(“\t%c”,ter[i]); for(j=0;j<n;j++)

printf(“\t%c”,opt[i][j][0]);

}

getch();

}

**Output:**

Enter no.of terminals: 3 Enter the terminals +\*/ Enter the table values:

Enter the value for + +:> Enter the value for + \*:< Enter the value for + /:< Enter the value for \* + :> Enter the value for \* \*:> Enter the value for \*/:> Enter the value for / +:> Enter the value for / \*:> Enter the value for / /: > Operator precedence table:

+ \* /

+ > < <

\* > > >

/ > > >

**Result:** The program executed successfully.

### Lab Viva Questions:

1. What is top-down parsing?
2. What are the disadvantages of brute force method?
3. What is context free grammar?
4. What is parse tree?
5. What is ambiguous grammar?
6. What are the derivation methods to generate a string for the given grammar?
7. What is the output of parse tree?

# Experiment No: 4

**Name of the Experiment:** Design a lexical analyzer for the given language. The lexical analyzer should ignore redundant spaces, tabs and new lines, comments etc.

**Aim:** To implement lexical analyzer for the given language.

**Description:** Lexical analyser will scan the i/p statement and identifies the lexems and tokens.

### Program:

#include<stdio.h> #include<conio.h> #include<string.h>

{

char exp[20],id[10],dig[10],ch; int i,j;

clrscr();

printf("enter expression:"); scanf("%s",&exp);

void main()

for(i=0;i<strlen(exp);)

{

ch=exp[i]; j=0;

if(ch>='a'&&ch<='z')

{

id[j++]=ch; i++;

while((exp[i]>='a'&&exp[i]<='z')||(exp[i]>='0'&&exp[i]<='9'))

{

id[j++]=exp[i++];

}

id[j]='\0';

printf("\nidentifier:%s",id);

}

else if(ch=='+'||ch=='-'||ch=='\*'||ch=='/'||ch=='%'||ch=='=')

{

printf("\noperator:%c",ch); i++;

}

else if(ch>='0'&&ch<='9')

{

dig[j++]=ch; i++;

}

}

}//for getch();

while(exp[i]>='0'&&exp[i]<='9') dig[j++]=exp[i++];

dig[j]='\0'; printf("\nconstant:%s",dig);

### Output:

[qiscse@localhost ~]$ gcc lexical.c [qiscse@localhost ~]$ ./a.out

Enter the expression: a=b+c identifier : a

operator: = identifier : b operator: + identifier : c

**Result:** The program executed successfully.

### Lab Viva Questions:

1. List the different sections available in LEX compiler?
2. What is an auxiliary definition?
3. How can we define the translation rules?
4. What is regular expression?
5. What is finite automaton?

# Experiment No: 5

**Name of the Experiment:** Write a C Program to Implement a Recursive Descent Parser.

**Aim:** To write a program to implement recursive descent parsing for the grammar S->aAd

A->ab/aA/null

### Description:

Recursive descent parsing is one of the top down parsing methods. This allows backtracking technique. First we continue with first production if that the parsed production doesn’t satisfy the string. Then we again go back and store with some other new production. This technique is called “**backtracking**”.

### Program:

/\*recursive descent parsing for the grammar S->aAd

A->ab/aA/null\*/

#include<stdio.h> #include<conio.h> char str[20];

int flag=1; int i=0; void main()

{

int S();

clrscr();

printf("enter input string: "); gets(str);

S();

if(flag==1&&str[i]=='\0')

printf("\ngiven string ' %s ' is completely parsed",str); else

printf("sorry! not parsed"); getch();

}

int S()

{

int A(); if(str[i]=='a')

{

i++; A();

if(str[i]=='d')

{

i++;

return 0;

}

else

{

flag=0; return 0;

}

}

}

int A()

{

if(str[i]=='a')

{

i++;

if(str[i]=='b')

{

i++;

return 0;

}

else

{

A();

return 0;

}

}

else

{

// flag=1; return 0 }}

**Output:**

**![](data:image/png;base64,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)**

**Result:** Recursive Descent parsing for the given grammar is implemented.

### Lab Viva Questions:

1. What are the problems in top down parsing?
2. Define recursive-descent parser?
3. Define predictive parsers?
4. What are the problems in top down parsing?

# Experiment No: 6

**Name of the Experiment:** Write a C program to construct LL (1) parser.

**Aim:** To construct LL(1) parser for a given expression.

**Description:** It is a top down parser. It is simple to implement. For LL(1) the first L means the input scanned from left to right. The second L means it uses left most derivation for the input string. The number 1 indicates that one look ahead symbol to predict the parsing.

### Program:

#include <conio.h> #include <string.h> #include <stdio.h> #include <stdlib.h> void main()

{

int i=0,j=0,l1,k=0,m=0,len,n=0,o=0,o1=0,var=0,f=0,c=0,f1=0;

char str[30],str1[40]="E",temp[20],temp1[20],temp2[20],tt[20],t3[20]; char t[10];

char array[6][5][10]= { "NT", "<id>","+","\*","$",

"E", "Te","Error","Error","Error",

"e", "Error","+Te","Error","\0",

"T", "Vt","Error","Error","Error",

"t", "Error","\0","\*Vt","\0",

"V", "<id>","Error","Error","Error"

};

clrscr(); strcpy(temp1,'\0');

strcpy(temp2,'\0');

printf( "\n\tLL(1) PARSER TABLE \n"); for(i=0;i<6;i++)

{

for(j=0;j<5;j++)

{

printf("%s\t",array[i][j]);

}

printf("\n");

}

printf("\n"); rep:

printf("\n\tENTER THE STRING :"); gets(str);

if(str[strlen(str)-1] != '$')

{

printf("END OF STRING MARKER SHOULD BE '$'");

getch();

goto rep;

}

printf("\n\tCHECKING VALIDATION OF THE STRING ");

printf("\n\t%s", str1); i=0;

while(i<strlen(str))

{

again:

if(str[i] == ' ' && i<strlen(str))

{

printf("\n\tSPACES IS NOT ALLOWED IN SOURSE STRING ");

getch();

exit(1);

}

temp[k]=str[i];

temp[k+1]='\0'; f1=0;

again1: if(i>=strlen(str))

{

getch();

exit(1);

} for(l1=1;l1<=4;l1++)

{

if(strcmp(temp,array[0][l1])==0)

{ f1=1;

m=0,o=0,var=0,o1=0; strcpy(temp1,'\0');

strcpy(temp2,'\0');

//int len=strlen(str1); while(m<strlen(str1) && m<strlen(str))

{

if(str1[m]==str[m])

{

var=m+1; temp2[o1]=str1[m]; m++;

o1++;

}

else

{

if((m+1)<strlen(str1))

{ m++;

temp1[o]=str1[m]; o++;

}

else m++;

}

}

temp2[o1] = '\0';

temp1[o] = '\0';

t[0] = str1[var];

t[1] = '\0';

for(n=1;n<=5;n++)

{

if(strcmp(array[n][0],t)==0) break;

}

strcpy(str1,temp2); strcat(str1,array[n][l1]); strcat(str1,temp1); printf("\n\t%s",str1); getch();

if(strcmp(array[n][l1],'\0')==0)

{

if(i==(strlen(str)-1))

{ len=strlen(str1); str1[len-1]='\0'; printf("\n\t%s",str1);

printf("\n\n\tENTERED STRING IS VALID"); getch();

exit(1);

}

strcpy(temp1,'\0');

strcpy(temp2,'\0');

strcpy(t,'\0'); goto again1;

}

if(strcmp(array[n][l1],"Error")==0)

{

printf("\n\tERROR IN YOUR SOURCE STRING");

getch();

exit(1);

}

strcpy(tt,'\0');

strcpy(tt,array[n][l1]);

strcpy(t3,'\0'); f=0;

for(c=0;c<strlen(tt);c++)

{

t3[c]=tt[c];

t3[c+1]='\0';

if(strcmp(t3,temp)==0)

{ f=0;

break;

}

else f=1;

}

if(f==0)

{

strcpy(temp,'\0');

strcpy(temp1,'\0');

strcpy(temp2,'\0');

strcpy(t,'\0'); i++;

k=0;

goto again;

}

else

{

strcpy(temp1,'\0');

strcpy(temp2,'\0');

strcpy(t,'\0'); goto again1;

}

}

} i++; k++;

}

if(f1==0)

printf("\nENTERED STRING IS INVALID");

else

printf("\n\n\tENTERED STRING IS VALID"); getch();

}

**Output:**

NT <id> + \* $

E Te Error Error Error e Error +Te Error

T Vt Error Error Error t Error \*Vt

V <id> Error Error Error

ENTER THE STRING :<id>+<id>\*<id>$

CHECKING VALIDATION OF THE STRING E

Te Vte

<id>te

<id>e

<id>+Te

<id>+Vte

<id>+<id>te

<id>+<id>\*Vte

<id>+<id>\*<id>te

<id>+<id>\*<id>e

<id>+<id>\*<id>

ENTERED STRING IS VALID

**Result:** The program executed successfully.

### Lab Viva Questions:

1. Define parse trees?
2. Define context-free grammar?
3. What is LL (1) grammar?
4. What is meant by left recursion?
5. Define context-free language?

# Experiment No: 7

**Name of the Experiment:** Write a C Program to Implement a Predictive Parser

**Aim:** To write a program for implementing the predictive parsing

### Description:

This is one of the methods of top down parsing. We can call this as recursive descent parsing with no back tracking for this predictive parsing algorithm, the grammar that we are giving as input should be a non-left recursive and left factored. In this algorithm, we write procedure from each nonterminal and then start matching process which is nothing but parsing.

We compare each and every symbol of the input starting with the given production of the grammar. Whenever a match is found, we increment look ahead pointer, a pointer which points to input symbol is being scanned.

### Program:

#include<stdio.h> #include<string.h> #include<ctype.h>

char table[10][10][10],nt[10],t[10],inp[20],stack[20]; int nut,nun,i=0,top=0;

int getnt(char); int gett(char);

void replace(char,char); void main()

{

int i,j; clrscr();

printf(“Enter no.of terminals:\n”); scanf(“%d”,&nut);

printf(“Enter no.of non terminals:\n”); scanf(“%d”,&nun);

printf(“Enter all nonterminals:\n”); scanf(“%s”,&nt);

printf(“Enter all terminals:\n”); scanf(“%s”,&t);

printf(“\n”);

printf(“\n”); for(i=0;i<nun;i++) for(j=0;j<nut;j++)

{

printf(“Enter for %c and %c:”,nt[i],t[j]);

scanf(“%s”,table[i][j]);

}

printf(“table is \n \n”); for(j=0;j<nut; j++) printf(“\t %c”, t[j]); printf(“\n”);

for(i=0; i<nun;i++)

{

printf(“%c \t”, nt[i]); for(j=0;j<nut;j++)

{

printf(“%s \t”,table[i][j]);

}

printf(“\n”); getch();

}

printf(“Enter string to be parsed:\n”); scanf(“%s”,inp);

stack[top++]=’$’; stack[top++]=nt[0]; i=0;

while(1)

{

if((stack[top-1]==’$’)&&(inp[i]==’$’))

{

printf(“str accepted \n”); return;

}

else if(!isupper(stack[top-1]))

{

if(stack[top-1]==inp[i])

{

i++;

top--;

}

else

{

printf(“\t ERROR !!\n Not accepted \n”); break;

}

}

else

{

replace(stack[top-1],inp[i]);

}

}

getch();

}

int getnt(char x)

{

int a; for(a=0;a<nun;a++) if(x==nt[a])

return a; return 100;

}

int gett(char x)

{

int a; for(a=0;a<nut;a++) if(x==t[a])

return a; return 100;

}

void replace(char NT,char T)

{

int in1,it1,len; char str[10]; in1=getnt(NT); it1=gett(T);

if((in1!=100)&&(it1!=100))

{

strcpy(str,table[in1][it1]); if(strcmp(str,”#”)==0)

{

printf(“\t Error \n”); return;

}

else if(strcmp(str,”@”)==0) top--;

else

{

len=strlen(str); len--;

top--; do

{

stack[top++]=str[len--];

}

while(len>=0);

// printf(“\n stack=%s”,stack);

}

}

else

printf(“\t Not valid \n”);

}

### Output:

Enter no. of terminals:3 Enter no. of nonterminals:3 Enter all nonterminals:SAB Enter all terminals:ab$ Enter for S and a:AaAb Enter for S and b:BbBa Enter for S and $:#

Enter for A and a:@ Enter for A and b:@ Enter for A and $:# Enter for B and a:@ Enter for B and b:@ Enter for B and $:# table is

a b $

S AaAb BbBa #

A @ @ #

B @ @ #

Enter string to be parsed ab$

Accepted

**Result:** The Program executed successfully.

### Lab Viva Questions:

1. Define parse trees?
2. Define ambiguity?
3. What are the various types of errors in program?
4. What re the various error-recovery strategies?
5. Write a grammar to define simple arithmetic expression?

# Experiment No: 8

**Name of the Experiment:** Write a C Program to construct shift- reduce parser.

**Aim**: To write a ‘c’ program for implementing the shift reduce.

**Description**: Shift-Reduce parsing is a form of bottom – up parsing in which a stack holds grammar symbols and an input buffer holds the rest of the string to be parsed. As we shall see, the handle always appeared the top of the stack just before it is identified as the handle.

We use $ to mark the bottom of the stack and also the right end of the input. Conventionally, when discussing bottom-up parsing, we show the top of the stack on the right, rather than on the left as we did for top – down parsing. Initially, the stack is empty, and the string ‘w’ is on the input, as follows.

Stack Input

$ W$

**Program:**

#include<stdio.h> #include<conio.h> #include<string.h> int top=0,l=0,j,k;

char st[20],ip[20],str[20],op[20]; void push(char);

void pop(); void disp(); void main()

{

int i,n=0; clrscr();

printf(“Enter the input string:”); scanf(“%s”,&ip);

j=0;

strcat(ip,”$”); l=strlen(ip); push(‘$’);

printf(“\n\t\t stack \t\t input \t\t action”); disp();

for(i=0;i<=l;i++)

{

if(ip[j]==’i’)

{

}

else

printf(“\t\t shift”); push(ip[j]);

j++;

disp();

if(ip[j]==’+’ || ip[j]==’-‘ || ip[j]==’\*’ || ip[j]==’/’ )

{ n++;

printf(“\t\t shift”); push(ip[j]);

j++;

disp();

}

if(st[k]==’i’)

{ st[k]=’E’;

printf(“\t\t Reduce”); disp();

}

}

while(n>0)

{

pop();

pop();

printf(“\t\t Reduce “); disp();

n--;

}

if((strcmp(str,”$E”)==0)&&(ip[j]==’$’)) printf(“\t\t Accepted”);

else

printf(“\n\n\t\t Error”); getch();

}

void push(char c)

{

k=top; st[top++]=c;

}

void pop()

{

top--;

}

void disp()

{

int i; printf(“\n\t\t”); for(i=0;i<top;i++)

{

printf(“%c”,st[i]); str[i]=st[i];

}

//printf(“\t\t string =%s\n”,str); str[i++]=’\0’;

printf(“\t\t”); for(i=j;i<l;i++) printf(“%c”,ip[i]);

}

**Output:**

Enter the input string: i+i\*i

stack input action

|  |  |  |
| --- | --- | --- |
| $ | i+i\*i$ | shift |
| $i | +i\*i$ | Reduce |
| $E | +i\*i$ | shift |
| $E+ | i\*i$ | shift |
| $E+i | \*i$ | Reduce |
| $E+E | \*i$ | shift |
| $E+E\* | i$ | shift |
| $E+E\*i | $ | Reduce |
| $E+E\*E | $ | Reduce |
| $E+E | $ | Reduce |
| $E | $ | Accepted |

**Result:** The program executed successfully.

### Lab Viva Questions:

1. What is shift reduce parsing?
2. Define Handles?
3. What are the four possible action of a shift reduce parser?
4. What is an operator grammar?

# Experiment No: 9

**Name of the Experiment:** Write a C program to generate three address code.

**Aim:** To generate three address codes.

### Description:

Three address code is a type of intermediate code which is easy to generate and can be easily converted to machine code. It makes use of at most three addresses and one operator to represent an expression and the value computed at each instruction is stored in temporary variable generated by compiler. The compiler decides the order of operation given by three address code.

### Program:

#include<stdio.h> #include<conio.h> #include<stdlib.h> #include<string.h> struct three

{

char data[10],temp[7];

}s[30];

void main()

{

char d1[7],d2[7]="t"; int i=0,j=1,len=0; FILE \*f1,\*f2; clrscr();

f1=fopen("sum.txt","r");

f2=fopen("out.txt","w");

while(fscanf(f1,"%s",s[len].data)!=EOF) len++;

itoa(j,d1,7); strcat(d2,d1); strcpy(s[j].temp,d2);

strcpy(d1,"");

strcpy(d2,"t"); if(!strcmp(s[3].data,"+"))

{

fprintf(f2,"%s=%s+%s",s[j].temp,s[i+2].data,s[i+4].data); j++;

}

else if(!strcmp(s[3].data,"-"))

{

fprintf(f2,"%s=%s-%s",s[j].temp,s[i+2].data,s[i+4].data); j++;

}

for(i=4;i<len-2;i+=2)

{

itoa(j,d1,7); strcat(d2,d1); strcpy(s[j].temp,d2);

if(!strcmp(s[i+1].data,"+")) fprintf(f2,"\n%s=%s+%s",s[j].temp,s[j-1].temp,s[i+2].data); else if(!strcmp(s[i+1].data,"-"))

fprintf(f2,"\n%s=%s-%s",s[j].temp,s[j-1].temp,s[i+2].data); strcpy(d1,"");

strcpy(d2,"t"); j++;

}

fprintf(f2,"\n%s=%s",s[0].data,s[j-1].temp); fclose(f1);

fclose(f2); getch();

}

**Input:** sum.txt

out = in1 + in2 + in3 - in4

**Output:** out.txt t1=in1+in2 t2=t1+in3 t3=t2-in4 out=t3

**Result:** The program executed successfully.

### Lab Viva Questions:

1. Define intermediate code?
2. Define parse trees and syntax trees
3. What is a three-address code?
4. Name any types of three-address statements?

# Experiment No: 10

**Name of the Experiment:** Design a LALR bottom up parser for the given language.

**Aim:** To write a program for implementing the LALR parser.

### Description:

The bottom of the syntax analysis is also known as shift reducing parsing. the general method of shift reduced parsing also called as LR parsing. Shift reducing parser attempts to construct a parse tree for an Input streambegining at the levels and waiting up toward the roots.

At the each reduction step a particular sub string matching the right side of the production is replaced by the symbol on the left of the production and if the substring is chosen correctly at each step. a right

most derivation is traced out in reverse.

The possible opertions or actions are:

* 1. Shift
  2. Reduce
  3. Accept
  4. Error

### Program:

#include<stdio.h> #include<ctype.h> #include<string.h> #include<stdlib.h>

char action[20][10][3],nt[10],t[10],inp[20],stack[20][2],a[3];

char pro[20][10],str[10],str2[10],state[20][2],gto[20][10][2]; int t1,s1,x;

int nut,nun,i=0,top=0,np,numst,nent,k; int getnt(char);

int gett(char); int getst(char\*); void main()

{

int i,j,len,n1,n2,i1,j1;

char ch,ans='y',temp[5]; clrscr();

printf("enter no of ter\n"); scanf("%d",&nut); printf("enter no of nonter\n"); scanf("%d",&nun);

printf("enter no of productions\n"); scanf("%d",&np); for(i=1;i<=np;i++)

{

printf("enter productions\n"); scanf("%s",pro[i]);

}

for(i=1;i<=np;i++)

{

printf("production%d=%s\n",i,pro[i]);

}

printf("enter all non ter\n"); scanf("%s",nt); printf("enter all ter\n"); scanf("%s",t);

/\*for(i=0;i<nut;i++) printf("%c\t",t[i]); printf("\n"); for(j=0;j<nun;j++) printf("%c\t",nt[j]); printf("\n"); \*/

printf("enter no of states\n"); scanf("%d",&numst); for(i=0;i<numst;i++)

{

printf("enter state name\n"); scanf("%s",state[i]);

}

printf("enter action as s2 for shift 2\n r2 reduce2\n ac for accept\n e for error\n"); for(i=0;i<numst;i++)

for(j=0;j<nut;j++)

{

strcpy(action[i][j]," "); printf("enter for %d and %c",i,t[j]); scanf("%s",action[i][j]);

}

for(i=0;i<numst;i++) for(j=0;j<nun;j++)

{

strcpy(gto[i][j]," ");

}

printf("enter no of entries\n"); scanf("%d",&nent); for(k=0;k<nent;k++)

{

printf("enter state no"); scanf("%d",&i1); flushall();

printf("enter non ter\n"); scanf("%c",&ch); j1=getnt(ch);

flushall();

printf("enter gto[%d][%d]=",i1,j1);

scanf("%c",&gto[i1][j1]);

}

printf("\t\tACTION TABLE\n States"); for(j=0;j<nut;j++)

printf("\t %c",t[j]); printf("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

for(i=0;i<numst;i++)

{

printf("|%s\t|",state[i]); for(j=0;j<nut;j++)

{

printf("|%s\t|",action[i][j]);

}

printf("\n \n");

}

printf("\t\tGOTO TABLE \nStates"); for(j=0;j<nun;j++)

printf("|\t %c|",nt[j]); printf("\n\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\n");

for(i=0;i<numst;i++)

{

printf("|%s\t|",state[i]); for(j=0;j<nun;j++)

{

printf("|%s\t|",gto[i][j]);

}

printf("\n \n");

}

do

{

strcpy(inp," ");

printf("enter str to parse\n"); scanf("%s",inp);

top=0; strcpy(stack[top++],"$");

strcpy(stack[top++],"0"); i=0;

while(1)

{

t1=gett(inp[i]); s1=getst(stack[top-1]); strcpy(str,action[s1][t1]); if(str[0]=='a')

{

printf("str accepted"); break;

}

else if(str[0]=='s')

{

temp[0]=inp[i++]; temp[1]='\0'; strcpy(stack[top++],temp); for(i1=0;i1<strlen(str);i1++) if((i1!=0)&&isdigit(str[i1])) temp[i1-1]=str[i1]; strcpy(stack[top++],temp);

}

else if(str[0]=='r')

{

a[0]=str[1];

a[1]='\0';

x=atoi(a); strcpy(str2,pro[x]); len=strlen(str2); len=len-3;

top=top-2\*len; temp[0]=str2[0];

temp[1]='\0'; strcpy(stack[top++],temp); n1=getst(stack[top-2]); n2=getnt(str2[0]); strcpy(stack[top++],gto[n1][n2]);

}

else

{

printf("error not valid string\n"); break;

}

}

flushall(); ch=' ';

printf("do u want to continue\n"); scanf("%c",&ch);

}while(ans==ch);

}

int getnt(char x)

{

int a; for(a=0;a<nun;a++)

if(x==nt[a]) return a; return 100;

}

int gett(char x)

{

int a; for(a=0;a<nut;a++) if(x==t[a])

return a; return 100;

}

int getst(char st[])

{

int l; for(l=0;l<numst;l++) if(strcmp(st,state[l])==0) return l;

return 100;

}

## OUT PUT:

**-------------------**

enter no of ter 3

enter no of nonter 2

enter no of productions 3

enter productions S->CC

enter productions C->cC

enter productions C->d

production1=S->CC production2=C->cC production3=C->d enter all non ter

SC

enter all ter cd$

enter no of states 7

enter state name 0

enter state name 1

enter state name 2

enter state name 3

enter state name 4

enter state name 5

enter state name 6

enter action as s2 for shift 2 r2 reduce2

ac for accept e for error3

enter for 0 and cs3 enter for 0 and ds4 enter for 0 and $e enter for 1 and ce enter for 1 and de enter for 1 and $ac enter for 2 and cs3 enter for 2 and ds4 enter for 2 and $e enter for 3 and cs3 enter for 3 and ds4 enter for 3 and $e enter for 4 and cr3 enter for 4 and dr3 enter for 4 and $r3 enter for 5 and ce enter for 5 and de enter for 5 and $r1 enter for 6 and cr2 enter for 6 and dr2 enter for 6 and $r2 enter no of entries 4

enter state no0 enter non ter S

enter gto[0][0]=1 enter state no0 enter non ter

C

enter gto[0][1]=2 enter state no2 enter non ter

C

enter gto[2][1]=5 enter state no3

enter non ter C

enter gto[3][1]=6

ACTION TABLE

States c d $

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| |0 | ||s3 | ||s4 | ||e | | |
| |1 | ||e | ||e | ||ac | | |
| |2 | ||s3 | ||s4 | ||e | | |
| |3 | ||s3 | ||s4 | ||e | | |
| |4 | ||r3 | ||r3 | ||r3 | | |
| |5 | ||e | ||e | ||r1 | | |
| |6 | ||r2 | ||r2 | ||r2 | | |

GOTO TABLE

States | S|| C|

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| |0 | ||1 | ||2 |  |  |  | | |
| |1 | || | || |  |  |  |  |
| |2 | || | ||5 |  |  |  | | |
| |3 | || | ||6 |  |  |  |  |
| |4 | || | || | | |  |  |  |
| |5 | || | || | | |  |  |  |
| |6 | || | || | | |  |  |  |

|

|

enter str to parse

enter str to parse cd$

error not valid string do u want to continue y

enter str to parse dd$

str accepted

do u want to continue n

**Result:** The program executed successfully.

### Lab Viva Questions:

1. Why bottom-up parsing is also called as shift reduce parsing?
2. What are the different types of bottom up parsers?
3. What is mean by LR (0) items?
4. Write the general form of LR(1) item?

5. What is YACC?

# Experiment No: 11

**Name of the Experiment:** Convert the BNF rules into YACC form and write code to generate abstract syntax tree.

**Aim:** To implement a program for converting The BNF rules into YACC form and write code to generate abstract syntax tree.

### Description:

The grammar is used to construct a parse tree from an expression. So if you already have a parse tree, you don't need the grammar.

Depending on how much work your parser does, the resulting tree that is formed from parsing an expression could already be an abstract syntax tree. Or it could be a simple parse tree which requires a second pass to construct the ast.

To construct the parse tree from a grammar and an expression, you would first have to convert your grammar into working code.

Typically, you would split the work into a tokenizer which splits the input stream representing the expression into a list of tokens, and a parser which takes the list of tokens and constructs a parse tree\ast from it.

So the expression "1 + 2\*(3+4)" might be split into a list of tokens like this: 1 - int

+ - add\_operator

1. - int

\* - mul\_operator ( - lparen

1. - int

+ - add\_operator 4 - int

) - rparen

The first column is the actual text value. The second represents the token type.

These tokens are fed into the parser, which is built from your grammar and recognizes the tokens and builds the parse tree.

### Program:

**/\*Program name:<int.l>\*/**

%{

#include"y.tab.h" #include<stdio.h> #include<string.h> int LineNo=1;

%}

identifier [a-zA-Z][\_a-zA-Z0-9]\* number [0-9]+|([0-9]\*\.[0-9]+)

%%

main\(\) return MAIN; if return IF;

else return ELSE; while return WHILE; int |

char |

float return TYPE;

{identifier} {strcpy(yylval.var,yytext); return VAR;}

{number} {strcpy(yylval.var,yytext); return NUM;}

\< |

\> |

\>= |

\<= |

== {strcpy(yylval.var,yytext); return RELOP;} [ \t] ;

\n LineNo++;

. return yytext[0];

%%

output: lex lex.l

### /\*Program name:<int.y>\*/

%{

#include<string.h> #include<stdio.h> struct quad {

char op[5]; char arg1[10]; char arg2[10]; char result[10];

}QUAD[30];

struct stack { int items[100]; int top; }stk;

int Index=0,tIndex=0,StNo,Ind,tInd; extern int LineNo;

%}

%union

{

char var[10];

}

%token <var> NUM VAR RELOP

%token MAIN IF ELSE WHILE TYPE

%type <var> EXPR ASSIGNMENT CONDITION IFST ELSEST WHILELOOP

%left '-' '+'

%left '\*' '/'

%%

PROGRAM : MAIN BLOCK

;

BLOCK: '{' CODE '}'

;

CODE: BLOCK

| STATEMENT CODE

| STATEMENT

;

STATEMENT: DESCT ';'

| ASSIGNMENT ';'

| CONDST

| WHILEST

;

DESCT: TYPE VARLIST

;

VARLIST: VAR ',' VARLIST

| VAR

;

ASSIGNMENT: VAR '=' EXPR{ strcpy(QUAD[Index].op,"=");

strcpy(QUAD[Index].arg1,$3); strcpy(QUAD[Index].arg2,""); strcpy(QUAD[Index].result,$1); strcpy($$,QUAD[Index++].result);

}

;

EXPR: EXPR '+' EXPR {AddQuadruple("+",$1,$3,$$);}

| EXPR '-' EXPR {AddQuadruple("-",$1,$3,$$);}

| EXPR '\*' EXPR {AddQuadruple("\*",$1,$3,$$);}

| EXPR '/' EXPR {AddQuadruple("/",$1,$3,$$);}

| '-' EXPR {AddQuadruple("UMIN",$2,"",$$);}

| '(' EXPR ')' {strcpy($$,$2);}

| VAR

| NUM

;

CONDST: IFST{

Ind=pop();

sprintf(QUAD[Ind].result,"%d",Index); Ind=pop(); sprintf(QUAD[Ind].result,"%d",Index);

}

| IFST ELSEST

;

IFST: IF '(' CONDITION ')' { strcpy(QUAD[Index].op,"==");

strcpy(QUAD[Index].arg1,$3); strcpy(QUAD[Index].arg2,"FALSE"); strcpy(QUAD[Index].result,"-1"); push(Index);

Index++;

}

BLOCK { strcpy(QUAD[Index].op,"GOTO"); strcpy(QUAD[Index].arg1,"");

strcpy(QUAD[Index].arg2,""); strcpy(QUAD[Index].result,"-1"); push(Index);

Index++;

};

ELSEST: ELSE{

tInd=pop(); Ind=pop(); push(tInd); sprintf(QUAD[Ind].result,"%d",Index);

} BLOCK{

Ind=pop(); sprintf(QUAD[Ind].result,"%d",Index);

};

CONDITION: VAR RELOP VAR {AddQuadruple($2,$1,$3,$$); StNo=Index-1;

}

| VAR

| NUM

;

WHILEST: WHILELOOP{

Ind=pop();

sprintf(QUAD[Ind].result,"%d",StNo); Ind=pop(); sprintf(QUAD[Ind].result,"%d",Index);

}

;

WHILELOOP: WHILE '(' CONDITION ')' { strcpy(QUAD[Index].op,"==");

strcpy(QUAD[Index].arg1,$3); strcpy(QUAD[Index].arg2,"FALSE"); strcpy(QUAD[Index].result,"-1");

push(Index); Index++;

}

BLOCK {

strcpy(QUAD[Index].op,"GOTO"); strcpy(QUAD[Index].arg1,"");

strcpy(QUAD[Index].arg2,""); strcpy(QUAD[Index].result,"-1"); push(Index); Index++;

}

;

%%

extern FILE \*yyin;

int main(int argc,char \*argv[])

{

FILE \*fp; int i; if(argc>1) {

fp=fopen(argv[1],"r"); if(!fp) {

printf("\n File not found"); exit(0); } yyin=fp; } yyparse();

printf("\n\n\t\t ----------------------------""\n\t\t Pos Operator Arg1 Arg2 Result" "\n\t\t---------------- ");

for(i=0;i<Index;i++)

{

printf("\n\t\t%d\t%s\t%s\t %s\t%s",i,QUAD[i].op,QUAD[i].arg1,QUAD[i].arg2,QUAD[i].result);

}

printf("\n\t\t ");

printf("\n\n"); return 0; } void push(int data)

{ stk.top++; if(stk.top==100)

{

printf("\n Stack overflow\n"); exit(0); } stk.items[stk.top]=data;

} int pop() { int data; if(stk.top==-1)

{

printf("\n Stack underflow\n"); exit(0); } data=stk.items[stk.top--]; return data; }

void AddQuadruple(char op[5],char arg1[10],char arg2[10],char result[10])

{

strcpy(QUAD[Index].op,op); strcpy(QUAD[Index].arg1,arg1); strcpy(QUAD[Index].arg2,arg2); sprintf(QUAD[Index].result,"t%d",tIndex++); strcpy(result,QUAD[Index++].result);

} yyerror() {

printf("\n Error on line no:%d",LineNo);

}

input:

vi test.c main()

{

int a; int b; int c; int x; a=5; b=2; c=4;

X=a\*b+c;

}

### Output:

yacc -d parser.y

gcc lex.yy.c y.tab.c -ll -lm [cse@putty ~]$ ./a.out test.c

Pos Operator Arg1 Arg2 Result

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0 | = | 5 |  | a |
| 1 | = | 2 |  | b |
| 2 | = | 4 |  | c |
| 3 | \* | a | b | t0 |
| 4 | + | t0 | c | t1 |
| 5 | = | t1 |  | X |

**Result:** The program executed successfully.

### Lab Viva Questions:

1. What is Abstract Syntax tree?
2. What are BNF Rules?
3. What is DAG representation?
4. How LALR (1) states are generates?
5. In which condition the user has to supply more information to YACC?

# Experiment No: 12

**Name of the Experiment:** A program to generate machine code from the abstract syntax tree generated by the parser.

**Aim**: To write a program in order to generate machine code from abstract syntax tree generated by the parser

### Description:

Code generation is the process by which compilers convert some intermediate representation of source code into form (machine code) that can be readily executed by a machine.

Sophisticated compilers typically perform multiple passes over various intermediate forms. This multistage process is used because many algorithms for code optimization are easier to apply one at a time or because the input to one optimization relies on the processing performing by another optimization. This organization also facilitates the creation of a single compiler that can target multiple architectures as only the last of the code generation stages needs to change from target to target.

**Program:** #include<stdio.h> #include<conio.h> void oneaddr(); void twoaddr(); void threeaddr(); void store();

char alp[10],op[10];

int j=0,i=0,h=0,m=0,k=0; void main()

{

char ip[10]; int choice; clrscr();

printf(“\n \*\*\*\*\*MENU\*\*\*\*\n 1.Single Address Instruction”); printf(“\n 2.Two Address Instruction \n3.Three Address

Instruction”);

printf(“\n Enter the postfix expression:”); scanf(“%s”,&ip);

printf(“\n select the TARGET CODE instruction format:”); scanf(”%d”,&choice);

printf(“OPCODE ADDRESS \n \n”);

while(ip[h]!=’\0’)

{

if(isalpha(ip[h]))

{

alp[i++]=ip[h++];

}

else

{

op[j]=ip[h++];

switch(choice)

{

case 1:oneaddr();

break; case 2:twoaddr();

break; case 3:threeaddr();

break; default:printf(“Invalid choice”);

}

}

}

getch();

}

void twoaddr()

{

if(m<=0)

{

printf(“LOAD \t %c R1 \n”,alp[--i]);

printf(“LOAD \t %c R2 \n”,alp[--i]); m++;

}

else

printf(“LOAD \t %c,R2 \n”,alp[--i]); switch(op[j])

{

case ‘+’:printf(“ADD \t R2,R1\n”); break;

case ‘\*’:printf(“MUL \t R2,R1\n”); break;

case ‘-’:printf(“SUB \t R2,R1\n”); break;

case ‘/’:printf(“DIV \tR2,R1\n”); break;

default:printf(“INVALID CASE”);

}

}

void threeaddr()

{

if(m<=0)

{

printf(“LOAD \t %c,R1 \n”,alp[--i]);

printf(“LOAD \t %c,R2 \n”,alp[--i]); m++;

}

else

printf(“LOAD \t %c,R2 \n”,alp[--i]); if(k==2)

k=0;

switch(op[j])

{

case ‘+’:if(k==0)

printf(“ADD \t R1,R2,R3\n”); else

printf(“ADD \t R3,R2,R1\n”); k++;

break; case ‘\*’:if(k==0)

printf(“MUL \t R1,R2,R3\n”); else

printf(“MUL \t R3,R2,R1\n”); k++;

break; case ‘-’:if(k==0)

printf(“SUB \t R1,R2,R3\n”); else

printf(“SUB \t R3,R2,R1\n”); k++;

break; case ‘/’: if(k==0)

printf(“DIV \t R1,R2,R3\n”); else

printf(“DIV \t R3,R2,R1\n”); k++;

break; default:printf(“INVALID CASE”);

}

}

void oneaddr()

{

printf(“LOAD \t %c ,R1 \n”,alp[--i]); switch(op[j])

{

case ‘+’:printf(“ADD \t %c,R1\n”,alp[--i]); store();

break;

case ‘\*’:printf(“MUL \t %c,R1\n”,alp[--i]); store();

break;

case ‘-’:printf(“SUB \t %c,R1\n”,alp[--i]); store();

break;

case ‘/’:printf(“DIV \t %c,R1\n”,alp[--i]); store();

break; default:printf(“Invalid Case”);

}

}

void store()

{

printf(“STORE \t R1,t\n”); alp[i++]=’t’;

}

### Output:

\*\*\*\*\*MENU\*\*\*\*\*

1. Single Address Instruction
2. Two Address Instruction
3. Three Address Instruction Enter the post expression:ab+c-

select the TARGET CODE INTRUCTION format:1 OPCODE ADDRESS

LOAD b,R1

ADD a,R1

STORE R1,t

LOAD c,R1

SUB t,R1

STORE R1,t

\*\*\*\*\*MENU\*\*\*\*\*\*

1. Single Address Instruction
2. Two Address Instruction
3. Three Address Instruction Enter the post expression:ab+c-

select the TARGET CODE INTRUCTION format:2 OPCODE ADDRESS

LOAD b,R1

LOAD a,R2

ADD R2,R1

LOAD c,R2

SUB R2,R1

\*\*\*\*\*MENU\*\*\*\*\*\*

1. Single Address Instruction
2. Two Address Instruction
3. Three Address Instruction Enter the post expression:ab+c-

select the TARGET CODE INTRUCTION format:3 OPCODE ADDRESS

LOAD b,R1

LOAD a,R2

ADD R1,R2,R3

LOAD c,R2

SUB R3,R2,R1

### Result:

The program was successfully executed.

### Lab Viva Questions:

* 1. What are the different forms of object code?
  2. What is mean by relocatable object code?
  3. What is the cost of register to register operation?
  4. What is address descriptor?
  5. What is register descriptor?

# ADDITIONAL EXPERIMENTS

### Experiment No: 1.a) Infix to Prefix

**Aim**: To write a program to convert an infix expression into prefix expression.

**Description**: The prefix notation in which the operators are written before the operators, it is also called “polish notation”. In the however of the

Polish mathematician JANKKASIEWIC2, develop when written in the prefix notation as “+AB”. As the operator ‘+’ is written before the operands A and B.so this operation is called prefix notation.

### Program:

#include<stdio.h> #include<conio.h> #include<ctype.h> char pop();

void push(char); void check();

char s[20],a[20],b[20]; int top=-1,t,i=0,j=0; void main()

{

char X; clrscr();

printf(“Enter the infix expression:”); gets(a);

strrev(a); push(‘#’);

while(a[i]!=’\0’)

{

t=a[i];

if(isalpha(t) || isdigit(t)) b[j++]=t;

else

if( t==’+’ || t==’-‘ || t==”\*” || t==’/’ || t==’)‘ || t==’(’ )

{

switch(t)

{

Case ‘)’ : push(t);

break;

case ‘+’:

case ‘-‘:

case ‘\*’:

case ‘/’: check();

push(t); break;

case ‘(‘: do

{

X=pop();

b[j++]=x;

}

While(x!=’)’); j=j-1;

break;

}

}

i=i+1;

}

while(s[top]!=’#’)

b[j++]=pop();

b[j]=’\0’; strrev(b);

printf(“prefix expression is %s”,b); getch();

}

void check()

{

while(priority(t)<=priority(s[top])) b[j++]=pop();

}

int priority(char ch)

{

if(ch==’\*’ || char ==’/’) return(2);

if(ch==’+’ || ch==’-‘) return(1);

else return(0);

}

void push(char c)

{

s[++top]=c;

}

char pop()

{

return(s[top--]);

}

### Output:

Enter the infix expression a+b\*c The prefix expression is \*+abc

**Result**: The program is successfully executed.

**Experiment No: 1.b)** Infix to Postfix

**AIM**: To write a c program to convert an infix expression to postfix expression

.

**DESCRIPTION**: The expression in which the operator lies b/w the operands is called the infix expression where as the postfix expression in which the operator is placed after the operands. for example: A+B is the infix expression for the infix one is AB+. For this conversation we use the stack for the storage of the operands and paranthesis .To stack we always give the priority of the stack’s top.

## PROGRAM:

#include<stdio.h> #include<conio.h> #include<ctype.h> void push(char); void check();

char pop();

char s[20],a[20],b[20]; int top=-1,t,i=0,j=0; void main()

{

char x; clrscr();

printf(“Enter the infix expression “); gets(a);

push(‘#’);

while(a[i] ! =’\0’)

{

t=a[i]; if(isalpha(t)) b[j++]=t; else

if(t==’+’ || t==’-‘ || t==’\*’ || t==’/’ || t==’(‘ || t==’)’ )

{

switch(t)

{

case ’(‘ : push(t);

break;

case ‘+’:

case ‘-‘ :

case ‘/’ :

case ‘\*’: check();

push(t); break;

case ‘)’: do

{

x=pop();

b[j++]=x;

}

while( x!= ’(‘ ); j=j-1;

break;

}

}

i=i+1;

}

while(s[top] ! = ‘#’ )

b[j++]=pop();

b[j] =’\0’;

printf(“postfix expression is %s”,b); getch();

}

void check()

{

while(priority(t)<=priority(s[top])) b[j++]=pop();

}

int priority(char ch)

{

if( ch== ’\*’ || ch== ’/’ ) return(2);

if( ch==’+’ || ch==’-‘ ) return(1);

else return(0);

}

void push(char c)

{

s[++top]=c;

}

char pop()

{

return(s[top--]);

}

**Output**: Enter the infix expression a+((b/c)\*d) The postfix expression is abc/d\*+

**Result**: The program is successfully executed.

**Experiment No: 2) Code** Optimization

**Aim**: To write a c program for implementing code optimization for the given expression.

### Description:

The machine independent code optimization phase attempts to improve the intermediate code so that better target code will result .Usually better means faster, but other objectives may be desired, such as shorter code or target code that consumes less power.

For example, a straight forward algorithm generates the intermediate code, using an instruction for each operation in the tree representation that comes from the semantic analyzer.

### Program:

#include<stdio.h> #include<conio.h> void gen();

void codegen(); char s[15],v[4];

char a[10]={‘A’,’B’,’C’,’D’,’E’,’F’,’G’,’H’,’I’,’J’}; char p[4]={‘/’,’\*’,’+’,’-‘};

int i,j,k,q=0,l,m; void main()

{

clrscr();

printf(“\n \n pls enter the expression \t”); gets(s);

printf(“\n \t \t Code Optimization”); printf(“\n \t \t “);

for(i=0;i<strlen(p);i++)

{

for(j=0;j<strlen(s);j++)

{

if(p[i]==s[j])

{

k=j; v[0]=s[j-1];

v[1]=s[j+1];

v[2]=s[j]; gen();

}

}

}

getch();

}

void gen()

{

for(m=0;m<2;m++)

{

for(k=j;s[k]!=’\0’;k++) s[k]=s[k+1];

}

s[j-1]=a[2];

v[3]=s[j-1];

codegen(); q++;

j=-1;

}

void codegen()

{

switch(v[2])

{

case ‘\*’:printf(“\n\n\t\t MUL %c %c %c”,v[3],v[0],v[1]); break;

case ‘/’:printf(“\n\n\t\t DIV %c %c %c”,v[3],v[0],v[1]); break;

case ‘+’:printf(“\n\n\t\t ADD %c %c %c”,v[3],v[0],v[1]); break;

case ‘-’:printf(“\n\n\t\t SUB %c %c %c”,v[3],v[0],v[1]); break;

}

}

### Output:

Enter the expression: a+b\*c Code Optimization

MUL A b c ADD B a A

**Result:** The Program is successfully executed.
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